CHATBOT USING PYTHON

**How To Make A chatbot In Python?**

Now we are going to build the chatbot using Python but first, let us see the file structure and the type of files we will be creating:

* **Intents.json** – The data file which has predefined patterns and responses.
* **train\_chatbot.py** – In this Python file, we wrote a script to build the model and train our chatbot.
* **Words.pkl** – This is a pickle file in which we store the words Python object that contains a list of our vocabulary.
* **Classes.pkl** – The classes pickle file contains the list of categories.
* **Chatbot\_model.h5** – This is the trained model that contains information about the model and has weights of the neurons.
* **Chatgui.py** – This is the Python script in which we implemented GUI for our chatbot. Users can easily interact with the bot.

**Here are the 5 steps to create a chatbot in Python from scratch**:

1. **Import and load the data file**
2. **Preprocess data**
3. **Create training and testing data**
4. **Build the model**
5. **Predict the response**

1. **Import and load the data file**

First, make a file name as train\_chatbot.py. We import the necessary packages for our chatbot and initialize the variables we will use in our Python project.

The data file is in JSON format so we used the json package to parse the JSON file into Python.

import nltk

from nltk.stem import WordNetLemmatizer

lemmatizer = WordNetLemmatizer()

import json

import pickle

import numpy as np

from keras.models import Sequential

from keras.layers import Dense, Activation, Dropout

from keras.optimizers import SGD

from tensorflow.keras.optimizers import SGD

import random

words=[]

classes = []

documents = []

ignore\_words = ['?', '!']

data\_file = open('intents.json').read()

intents = json.loads(data\_file)

2. **Preprocess data**

When working with text data, we need to perform various preprocessing on the data before we make a machine learning or a deep learning model. Based on the requirements we need to apply various operations to preprocess the data.

Tokenizing is the most basic and first thing you can do on text data. Tokenizing is the process of breaking the whole text into small parts like words.

for intent in intents['intents']:  
for pattern in intent['patterns']:  
#tokenize each word  
w = nltk.word\_tokenize(pattern)  
words.extend(w)  
#add documents in the corpus  
documents.append((w, intent['tag']))  
# add to our classes list  
if intent['tag'] not in classes:  
classes.append(intent['tag'])

Now we will lemmatize each word and remove duplicate words from the list. Lemmatizing is the process of converting a word into its lemma form and then creating a pickle file to store the Python objects which we will use while predicting.

# lemmatize, lower each word and remove duplicates  
words = [lemmatizer.lemmatize(w.lower()) for w in words if w not in ignore\_words]  
words = sorted(list(set(words)))  
# sort classes  
classes = sorted(list(set(classes)))  
# documents = combination between patterns and intents  
print (len(documents), "documents")  
# classes = intents  
print (len(classes), "classes", classes)  
# words = all words, vocabulary  
print (len(words), "unique lemmatized words", words)  
pickle.dump(words,open('words.pkl','wb'))  
pickle.dump(classes,open('classes.pkl','wb'))

3. **Create training and testing data**

Now, we will create the training data in which we will provide the input and the output. Our input will be the pattern and output will be the class our input pattern belongs to. But the computer doesn’t understand text so we will convert text into numbers.

# create our training data  
training = []  
# create an empty array for our output  
output\_empty = [0] \* len(classes)  
# training set, bag of words for each sentence  
for doc in documents:  
 # initialize our bag of words  
 bag = []  
 # list of tokenized words for the pattern  
 pattern\_words = doc[0]  
 # lemmatize each word - create base word, in attempt to represent related words  
 pattern\_words = [lemmatizer.lemmatize(word.lower()) for word in pattern\_words]  
 # create our bag of words array with 1, if word match found in current pattern  
 for w in words:  
 bag.append(1) if w in pattern\_words else bag.append(0)  
 # output is a '0' for each tag and '1' for current tag (for each pattern)  
 output\_row = list(output\_empty)  
 output\_row[classes.index(doc[1])] = 1  
 training.append([bag, output\_row])  
# shuffle our features and turn into np.array  
random.shuffle(training)  
training = np.array(training)  
# create train and test lists. X - patterns, Y - intents  
train\_x = list(training[:,0])  
train\_y = list(training[:,1])  
print("Training data created")

4. **Build the model**

We have our training data ready, now we will build a deep neural network that has 3 layers. We use the Keras sequential API for this. After training the model for 200 epochs, we achieved 100% accuracy on our model. Let us save the model as ‘chatbot\_model.h5’.

# Create model - 3 layers. First layer 128 neurons, second layer 64 neurons and 3rd output layer contains number of neurons  
# equal to number of intents to predict output intent with softmax  
model = Sequential()  
model.add(Dense(128, input\_shape=(len(train\_x[0]),), activation='relu'))  
model.add(Dropout(0.5))  
model.add(Dense(64, activation='relu'))  
model.add(Dropout(0.5))  
model.add(Dense(len(train\_y[0]), activation='softmax'))  
# Compile model. Stochastic gradient descent with Nesterov accelerated gradient gives good results for this model  
sgd = SGD(lr=0.01, decay=1e-6, momentum=0.9, nesterov=True)  
model.compile(loss='categorical\_crossentropy', optimizer=sgd, metrics=['accuracy'])  
#fitting and saving the model  
hist = model.fit(np.array(train\_x), np.array(train\_y), epochs=200, batch\_size=5, verbose=1)  
model.save('chatbot\_model.h5', hist)  
print("model created")

5. **Predict the response (Graphical User Interface)**

To predict the sentences and get a response from the user to let us create a new file ‘chatapp.py’.

We will load the trained model and then use a graphical user interface that will predict the response from the bot. The model will only tell us the class it belongs to, so we will implement some functions which will identify the class and then retrieve us a random response from the list of responses.

Again we import the necessary packages and load the ‘words.pkl’ and ‘classes.pkl’ pickle files which we have created when we trained our model:

import nltk  
from nltk.stem import WordNetLemmatizer  
lemmatizer = WordNetLemmatizer()  
import pickle  
import numpy as np  
from keras.models import load\_model  
model = load\_model('chatbot\_model.h5')  
import json  
import random  
intents = json.loads(open('intents.json').read())  
words = pickle.load(open('words.pkl','rb'))  
classes = pickle.load(open('classes.pkl','rb'))

To predict the class, we will need to provide input in the same way as we did while training. So we will create some functions that will perform text preprocessing and then predict the class.

def clean\_up\_sentence(sentence):  
 # tokenize the pattern - split words into array  
 sentence\_words = nltk.word\_tokenize(sentence)  
 # stem each word - create short form for word  
 sentence\_words = [lemmatizer.lemmatize(word.lower()) for word in sentence\_words]  
 return sentence\_words  
# return bag of words array: 0 or 1 for each word in the bag that exists in the sentence  
def bow(sentence, words, show\_details=True):  
 # tokenize the pattern  
 sentence\_words = clean\_up\_sentence(sentence)  
 # bag of words - matrix of N words, vocabulary matrix  
 bag = [0]\*len(words)  
 for s in sentence\_words:  
 for i,w in enumerate(words):  
 if w == s:  
 # assign 1 if current word is in the vocabulary position  
 bag[i] = 1  
 if show\_details:  
 print ("found in bag: %s" % w)  
 return(np.array(bag))  
def predict\_class(sentence, model):  
 # filter out predictions below a threshold  
 p = bow(sentence, words,show\_details=False)  
 res = model.predict(np.array([p]))[0]  
 ERROR\_THRESHOLD = 0.25  
 results = [[i,r] for i,r in enumerate(res) if r>ERROR\_THRESHOLD]  
 # sort by strength of probability  
 results.sort(key=lambda x: x[1], reverse=True)  
 return\_list = []  
 for r in results:  
 return\_list.append({"intent": classes[r[0]], "probability": str(r[1])})  
 return return\_list

After predicting the class, we will get a random response from the list of intents.

def getResponse(ints, intents\_json):  
 tag = ints[0]['intent']  
 list\_of\_intents = intents\_json['intents']  
 for i in list\_of\_intents:  
 if(i['tag']== tag):  
 result = random.choice(i['responses'])  
 break  
 return result  
def chatbot\_response(text):  
 ints = predict\_class(text, model)  
 res = getResponse(ints, intents)  
 return res

Now we will develop a graphical user interface. Let’s use Tkinter library which is shipped with tons of useful libraries for GUI. We will take the input message from the user and then use the helper functions we have created to get the response from the bot and display it on the GUI. Here is the full source code for the GUI.

#Creating GUI with tkinter  
import tkinter  
from tkinter import \*  
def send():  
 msg = EntryBox.get("1.0",'end-1c').strip()  
 EntryBox.delete("0.0",END)  
 if msg != '':  
 ChatLog.config(state=NORMAL)  
 ChatLog.insert(END, "You: " + msg + '\n\n')  
 ChatLog.config(foreground="#442265", font=("Verdana", 12 ))  
 res = chatbot\_response(msg)  
 ChatLog.insert(END, "Bot: " + res + '\n\n')  
 ChatLog.config(state=DISABLED)  
 ChatLog.yview(END)  
base = Tk()  
base.title("Hello")  
base.geometry("400x500")  
base.resizable(width=FALSE, height=FALSE)  
#Create Chat window  
ChatLog = Text(base, bd=0, bg="white", height="8", width="50", font="Arial",)  
ChatLog.config(state=DISABLED)  
#Bind scrollbar to Chat window  
scrollbar = Scrollbar(base, command=ChatLog.yview, cursor="heart")  
ChatLog['yscrollcommand'] = scrollbar.set  
#Create Button to send message  
SendButton = Button(base, font=("Verdana",12,'bold'), text="Send", width="12", height=5,  
 bd=0, bg="#32de97", activebackground="#3c9d9b",fg='#ffffff',  
 command= send )  
#Create the box to enter message  
EntryBox = Text(base, bd=0, bg="white",width="29", height="5", font="Arial")  
#EntryBox.bind("<Return>", send)  
#Place all components on the screen  
scrollbar.place(x=376,y=6, height=386)  
ChatLog.place(x=6,y=6, height=386, width=370)  
EntryBox.place(x=128, y=401, height=90, width=265)  
SendButton.place(x=6, y=401, height=90)  
base.mainloop()

**Output:**

![](data:image/png;base64,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)

**THANK YOU**

**By**

**VAJRAYINI R**